Abstract. Services are increasingly being exposed and delivered outside company firewalls and on the Internet through the rise of on-demand applications, cloud computing and business networks. As the forms of services being exposed become more sophisticated, the conventional approaches for describing and accessing them, largely through technical interface descriptions, pose limitations. These approaches are concerned with technical access, leaving open the way consumers understand details of business operations, pricing, legal and other implications of using services. In addition to consumers requesting services, there are emerging third-party intermediaries who can deliver and further monetize services in the form of brokers, channel partners and cloud providers. This raises questions about how such details can be understood without full reliance on service providers. The Unified Service Description Language (USDL) is proposed to describe various types of services ranging from professional to electronic services. It aims at a holistic service description putting a special focus on business aspects such as ownership and provisioning, release stages and dependencies in a service network, composition and bundling, pricing and legal aspects among others, in addition to technical aspects. It proposes a consolidated foundation for service-based systems enabling different roles to participate in diverse aspects of provisioning in service networks.
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Executive Summary

The Unified Service Description Language 3.0 (hereafter USDL) is a platform-neutral language for describing services. It has been consolidated from SAP Research projects concerning services-related research and is intended as an enabler for wide leverage of services on the Internet. SAP Research believes that with the rise of commoditized, on-demand services, the stage is set for the acceleration of and access to services on an Internet scale. USDL coherently conveys the information about a service without requiring practitioners to make mental correlations across different service documents. The unification of information is schematically depicted in Figure 1. USDL brings together business, operational, and technical information in one coherent language. In order to achieve this, USDL defines normative UML class models and a corresponding serialization in XML Schema for capturing the “master data” of services. That includes modules, i.e., class models for pricing, legal, functional, participants, interaction, or service level aspects. Detailed specifications of each module can be found at www.internet-of-services.com. In addition, a W3C Incubator group has been established to drive standardization (cf. http://www.w3.org/2005/Incubator/usdl/).

USDL is built in a collaborative and interdisciplinary way. This means that about a dozen researchers at SAP Research, spread across different locations, contribute to the model by bringing in their expertise from different backgrounds (computer scientists, incl. security and SLA experts, business economists, legal scientists, etc.). A central governance body manages the modeling by coordinating the different contributions. The modeling is done in the context of several publicly funded research projects under the Internet of Services theme, where services from various domains including cloud computing, service marketplaces and business networks, have been investigated for access, repurposing, and trading in large settings. The projects include: the TEXO project within the
THESEUS1 research program initiated by the German Federal Ministry of Economy and Technology, projects funded by the German Federal Ministry of Education and Research projects (e.g., Premium Services), EU DG INFSO projects (e.g., FAST, RESERVOIR, MASTER, ServFace, SHAPE, SLA@SOI, SOA4ALL), and the Australian Smart Services CRC. A wide variety of use cases and perspectives were investigated across the different projects to develop service descriptions for forms of services and an alignment of business and technical aspects not available through previous R&D and standards efforts.

This document presents an overview of the USDL specification. Section 1 gives a general motivation of USDL by embedding it in the socio-economic situation of the services sector. Section 2 provides a survey of existing service description efforts. Section 3 elicits requirements for service description languages, which eventually guide the design of USDL presented in Sections 4 and 5. Finally, Section 6 gives an outlook on future developments and milestones.


1 Introduction

The service sector is by far the strongest economic growth driver in the world. As an example consider the Federal Republic of Germany, where about 70 % of the macroeconomic value of 2008 is generated by the service industry. As can be seen in Figure 2, jobs are only created in the services sector in Germany during recent years. A study commissioned by the German Federal Ministry of Economics and Technology concludes that there is growth potential in particular with regard to IT services. [67]

![Image of Employees in Germany](image)

Figure 2 : Growth through services: Jobs created in Germany in the services sector as published by the German Federal Statistical Office.

This trend coincides with the ongoing industrialization of the tertiary sector in developed economies (i.e., the service sector). Figure 3 shows the three driving forces of industrialization, viz., automation, standardization, and specialization, which proved to be common across sectors.2 The Information and Communications Technology (ICT) serves as a Automation (cf. Figure 3) and transformation factor. Services that can be electronically consumed in wide settings, e.g., on the Web, have grown dramatically over the last few years. Beyond Web services and services available through the Web, new and disruptive models have emerged that are accelerating the ubiquity of services. Software-as-a-service, business process outsourcing, cloud computing and infrastructure-as-a-service, platform-as-a-service, service marketplaces, and service-centric business networks are a growing list of examples where services are commoditized, exposed and accessed beyond conventional boundaries. In addition to Web consumers, the reach extends to mainstream industries like transportation and logistics, banking and finances, public sector, and manufacturing, when one considers the following sorts of Web services now available: track-and-trace of shipments, tariff look-ups, health insurance comparisons, medical assistance, business formation and ERP hosting. Even if service delivery is physical, e.g., car repair, trading of such services can be facilitated by ICT.

---

2 As an example, consider the automotive industry. In this particular case, automation started by introducing production lines as early as Henry Ford up to the increasing application of robots. In the beginning, each car manufacturer developed its own tires, radios, or electronic components. By standardization of such components and their interfaces, specialization became possible. That means, component suppliers emerged that specialize in the production of tires, radios, or electronic components sold to a multitude of car manufacturers.
With the growth in number and sophistication of services widely available, the question turns to how effectively consumers can discover, understand and compare services – with relative independence and without full reliance on providers. Experience has so far shown that any attempt to describe and catalogue services faces a common obstacle: what is a service? Despite the widespread phenomenon of “service” in economic, political, business, communal and individual parts of our life, there are still many uncertainties and varying viewpoints regarding the development of a general conception of services – a conception that has to address the different notions and forms of services under consideration in different domains and applications.

Consequently, different communities established their own notion of service and came up with specialized description efforts. For example, the IT community identifies services most readily with software and the technical interface for accessing the service. Several platform neutral languages are introduced for capturing different aspects in Service-Oriented Architectures (SOA), one prominent example is collectively known as WS-*. The Semantic Web community introduced several ontology-based description efforts for such software services in order to automate the discovery and consumption of such services in SOA through techniques of reasoning. With the rise of on-demand applications, the notion of Software-as-a-Service (SaaS) has arisen, covering software applications or business process outsourcing. The emphasis of services here implies that the consumer gets the designated functionality he/she requested together with hosting through a pay-per-use model. Thus, the notion of a service in the realm of SaaS is not synonymous with the notion of service in SOA. Service providers need to disclose non-functional properties such as pricing or availability, carefully. A further dichotomy in the understanding of services is the distinction between business and software services. While some alignment with software services is made, the thrust of information captured about business services in commercial organizations is how they are delivered.

*Standardization* in the service sector (cf. Figure 3) considers several aspects including the description of services to address the issues mentioned above. Here, USDL comes into play as a normative and balanced unification of service information, which is required to further capitalize on the growth potential of the services industry. The unification should be machine-processable, consider technical and business aspects of a service as well as functional and non-functional attributes, and should provide both a blueprint and means for extensibility. The following quote underlines the importance of standardization in the service sector.
Services make up an increasing part of the GNP of most developed economies. Similar to the area of physical products, standards are the basis and prerequisite of every further development. Therefore, standards will play a significant role also in the services industry. Standards are expected to drive the professionalization and industrialization of the service industry, to increase the transparency, and to lead to higher value services, and, thus, to contribute to the overall development of the service economy. “ [28]

The aspect of Specialization (cf. Figure 3) is twofold. First, services once targeted at a specific market, are repurposed to other markets in order to extend the reach. Second, there is a trend where certain participants in a business network specialize to play a specific role in the provisioning and delivery of services, that is, they act as intermediaries between other participants in the network. Such new specialized roles need to disclose and exchange, as well as comprehend business information about services (pricing, general terms and conditions, service-level agreements, etc.) in a standardized way. Consequently, the goal of USDL is to facilitate interoperability between such roles on the business level.

![Image of service intermediaries](Image)

Figure 4: Towards specialization in the service sector.

In the context of the Internet of Services and Business Web activities spearheaded by SAP Research, specific intermediaries are introduced (cf. Figure 4). These intermediaries have to be understood as one possible set of architectural roles, with each role conceptualizing a certain behavior or mode of operation requiring a specific set of applications and tools. Parties act in one or several of these roles while operating in service networks.

The Service Hoster is an example for an intermediary that catalogues special types of services, namely infrastructure-as-a-service and platform-as-a-service offerings (commonly termed cloud-computing services). It also provides means to interface uniformly with the providers of these services, i.e. re-hosts services through cloud computing environments. Likewise, the Service Gateway is a specific intermediary that provides interoperability through cataloguing and interfacing with a choice of a 3rd Party B2B gateway, which provide services like message translation and store-forward processing. The Service Aggregator provides additional value by packaging and combining services. In addition, the Service Broker cares for central service publication, discovery, and ordering. Finally, the Service Channel Maker is positioned at the consumer end of the service provisioning chain where services are channeled into user environments and consumed.

In this document, we provide an overview of the USDL specification. In Section 2 provides a survey of existing service description efforts. Section 3 elicits requirements for service description languages, which eventually guide the design of USDL presented in Sections 4 and 5. Finally, Section 6 sketches an outlook on future developments and milestones.
2 Survey

A plethora of service description efforts exist that can be grouped into different strands summarized in Table 1 below. As outlined in the introduction, each strand has its own notion of a service and different representation needs for capturing service information. The individual efforts can be attributed to the following criteria: (i) whether the scope of the effort lies in capturing IT or business aspects of services or the whole service system, (ii) the purpose of the corresponding effort, e.g., enabling of normative data exchange, facilitation of software engineering, or acting as reference model, (iii) whether the effort is standardized.

<table>
<thead>
<tr>
<th>Effort</th>
<th>Scope</th>
<th>Purpose</th>
<th>Representation</th>
<th>Standardized</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Service Oriented Architectures</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>WS-*</td>
<td>IT</td>
<td>Exchange</td>
<td>XML</td>
<td>Various</td>
</tr>
<tr>
<td>UDDI</td>
<td>IT</td>
<td>Exchange</td>
<td>XML</td>
<td>OASIS</td>
</tr>
<tr>
<td>SoaML</td>
<td>IT</td>
<td>Engineering</td>
<td>UML</td>
<td>OMG</td>
</tr>
<tr>
<td>UPMS</td>
<td>IT</td>
<td>Engineering</td>
<td>UML</td>
<td>No</td>
</tr>
<tr>
<td>SOA-RM</td>
<td>IT</td>
<td>Reference</td>
<td>Informal</td>
<td>OASIS</td>
</tr>
<tr>
<td>SOA Ontology</td>
<td>IT/ Business</td>
<td>Reference</td>
<td>OWL</td>
<td>Open Group</td>
</tr>
<tr>
<td>WADL</td>
<td>IT</td>
<td>Exchange</td>
<td>XML</td>
<td>W3C</td>
</tr>
<tr>
<td>Core Ontology of Web Services</td>
<td>IT</td>
<td>Reference</td>
<td>OWL</td>
<td>No</td>
</tr>
<tr>
<td>2. Semantic Web Services</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OWL-S</td>
<td>IT</td>
<td>Automation</td>
<td>OWL</td>
<td>No</td>
</tr>
<tr>
<td>WSMO</td>
<td>IT</td>
<td>Automation</td>
<td>WSML</td>
<td>No</td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SAWSDL</td>
<td>IT</td>
<td>Exchange</td>
<td>XML</td>
<td>W3C</td>
</tr>
<tr>
<td>SA-REST</td>
<td>IT</td>
<td>Exchange</td>
<td>XML</td>
<td>W3C</td>
</tr>
<tr>
<td>RO-SOA</td>
<td>IT</td>
<td>Reference</td>
<td>RDFS</td>
<td>OASIS</td>
</tr>
<tr>
<td>WSMO-Lite</td>
<td>IT</td>
<td>Exchange</td>
<td>XML</td>
<td>W3C</td>
</tr>
<tr>
<td>MicroWSMO</td>
<td>IT</td>
<td>Exchange</td>
<td>RDFS</td>
<td>No</td>
</tr>
<tr>
<td>Minimal Service Model</td>
<td>IT</td>
<td>Exchange</td>
<td>RDFS</td>
<td>No</td>
</tr>
<tr>
<td>3. Software-as-a-Service</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>SML</td>
<td>IT</td>
<td>Exchange</td>
<td>XML</td>
<td>W3C</td>
</tr>
<tr>
<td>SaaS-DL</td>
<td>IT</td>
<td>Engineering</td>
<td>XML</td>
<td>No</td>
</tr>
<tr>
<td>4. Service Networks</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OBELIX</td>
<td>Business</td>
<td>Configuration</td>
<td>RDFS</td>
<td>No</td>
</tr>
<tr>
<td>e²Service</td>
<td>Business</td>
<td>Configuration</td>
<td>RDFS</td>
<td>No</td>
</tr>
<tr>
<td>SNN</td>
<td>Business</td>
<td>Optimization</td>
<td>UML</td>
<td>No</td>
</tr>
<tr>
<td>5. Service System</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Alter</td>
<td>System</td>
<td>Reference</td>
<td>Informal</td>
<td>No</td>
</tr>
<tr>
<td>Reference Architecture Foundation of SOA</td>
<td>System</td>
<td>Reference</td>
<td>UML</td>
<td>OASIS</td>
</tr>
<tr>
<td>Service Design Model</td>
<td>System</td>
<td>Engineering</td>
<td>Ecore</td>
<td>No</td>
</tr>
<tr>
<td>Ontological Foundations of Service</td>
<td>System</td>
<td>Reference</td>
<td>FOL</td>
<td>No</td>
</tr>
</tbody>
</table>
2.1 SOA Efforts

In the IT community, services are most readily identified with software, and the technical interface for accessing the service. Therefore, the first strand of service description efforts is the field of Service-oriented Architectures (SOA). SOA, the architectural paradigm of the IT community thinking about IT assets as service components, i.e., functions in a large application are factorized in standalone services that can be accessed separately. Originally, several standards bodies specified several dozens of different aspects which are collectively known as WS-* (WSDL for interface descriptions, WS-Security, WS-Policy, WS-SLA for service level agreements, etc.).

Since one of the key components of a SOA is a service registry, the OASIS standards body introduced the concept of Universal Description, Discovery and Integration (UDDI), i.e., a specification for a platform-independent registry. UDDI services shall be discovered via white pages (address, contact, and known identifiers) or yellow pages (industrial categorizations based on standard taxonomies), as well as green pages. However, UDDI does hardly prescribe any schema for such information.

As the concept of SOA matured, calls for support in software and service engineering increased. Hence, the OMG standards body dedicated its focus to software engineering for SOA, and, subsequently defined the Service-oriented architecture Modeling Language (SoaML) [1]. SoaML actually originates in the publicly funded EU research projects SHAPE [4] and MODELWARE. The predecessor of SoaML is the UML Profile and Metamodel for Services (UPMS [2]).

Finally, the multitude of description efforts and different definitions of SOA led to a Reference Model for Service Oriented Architecture (SOA-RM) from OASIS [3]. Similarly, The Open Group drafts an alternative reference model in form of an ontology for Service-Oriented Architectures (SOA Ontology) [4].

Current research in the SOA strand mainly concerns RESTful services and their description. Until recently there was no counterpart to WSDL for RESTful services. The W3C submission Web Application Description Language (WADL) is about to fill this gap [5]. Note, however, that version 2.0 of WSDL can be used to describe REST Web services, thus competing with WADL. Another recent research is the work of [6], which provides an ontological account of Web services. The resulting core ontology of web services is built according to the principles of ontological analysis on top of the DOLCE foundational ontology, and, thus, can be regarded as a reference model.

2.2 Semantic Web Services Efforts

A second strand consists mainly of ontologies in the field of Semantic Web Services. As presented in the seminal paper, viz., [7], the main goal of Semantic Web Services approaches is automation of discovery, composition, and invocation of services in a SOA by ontology reasoners and planning algorithms. The most prominent efforts are OWL-S [8] and WSMO [9]. Many surrounding and similar

---

3 http://www.shape-project.eu/
Internet of Services and the Unified Service Description Language are initiated and supported by SAP Research, research@sap.com, SAP AG

efforts have surfaced in literature. For example, [10] try to unify existing ontologies that capture qualities-of-services in order to automate service discovery.

Considering the need to attach semantic descriptions to existing WS-* descriptions and the multitude of ontologies available, the W3C came up with a recommendation called Semantic Annotations for WSDL (SAWSDL) [11]. SAWSDL introduces XML attributes to establish correspondences between tags in WSDL (or arbitrary XML Schema documents) and concepts or relations in an arbitrary ontology. A similar idea to SAWSDL is already adopted by the W3C Member Submission called Semantic Annotations for REST (SA-REST) [12]. SA-REST defines three basic properties that can be used in a non-intrusive way to annotate HTML/XHTML documents, typically to embed ontological meta-data. These properties are included as part of the XHTML document allowing a capable processor to gain extra information about the content of the document.

With the many approaches around came the need to specify a reference model for semantic SOAs. Consequently, the OASIS is also about to specify a Reference Ontology for Semantic Service Oriented Architectures (RO-SOA) [13].

Current research topics of this strand tackle the new concepts of Linked Open Data, RESTful services, and Linked Services [57]. Consequently, the ongoing publicly funded research project SOA4All brought forth WSMO-Lite (Lightweight Semantic Descriptions for Services on the Web) which is in W3C Member Submission state [14]. MicroWSMO [55][56] is another approach to tackling RESTful services and Web APIs. It is similar to SA-REST but relies on a different serialization (microformat) and acknowledges the need for a service model. The latter is captured in the Minimal Service Model [57]. This model essentially captures the basic notions of a Web service from a technical point of view. The minimal service model can be used to bring together MicroWSMO, SAWSDL, WSMO-Lite, OWL-S, etc., for instance.

2.3 Software-as-a-Service Efforts

The third strand is rooted in the rise of on-demand applications that led to the notion of software-as-a-service (SaaS), covering software applications (e.g., CRM on-demand) and business process outsourcing (e.g., gross-to-payroll processing, insurance claims processing) to cloud and platform services. The emphasis of service here implies that the consumer gets the designated functionality he/she requested together with hosting through a pay-per-use model. Thus, software-as-service is not synonymous with Web services and the service providers need to carefully disclose non-functional aspects like pricing and availability and to factor these into the overall service they deliver. Services, in other words, are more than core functions that are accessed by consumers. They are delivered by a provider to a consumer possibly over a specified period of time, in a particular geographic context, with a pricing model and payment structure, monitored with a service level agreement, and related legal obligations of the consumer and the provider [15]. The functionality together with the aspects of delivery (e.g. hosting), and constraints, rights, obligations and penalties understood between providers and consumers for delivery, moves toward an understanding of service encountered in commercial practice.

The strand of SaaS contains a standard, namely, the W3C recommendation called SML (Service Modeling Language) [16]. SML is a strict superset of XML Schema adding the capability to define constraints on a model (using Schematron rules) and the capability to define and reference model elements in separate files. In addition, SML-IF defines an exchange format so that SML model instances can be easily exchanged between producers and consumers. One anticipated use for SML is to define a consistent way to express how computer networks, applications, servers, and other IT resources are described or modeled so businesses can more easily manage the services that are built on these resources. Therefore, we have classified it in the SaaS strand. Note however, that the use of SML is not limited to SaaS scenarios.

Current research is represented by the Software-as-a-Service Description Language (SaaS-DL). SaaS-DL builds on WS-* to capture SaaS specificities in order to support model-driven engineering [17].
2.4 Service Network Efforts

The fourth strand draws attention mainly to describing Service Networks, i.e., the ecosystem and value chain relationships between services of economic value. So far, this strand has not produced any standards and is only represented by academic approaches. An early work is [18] which is continued by the ontology of the publicly funded EU research project OBELIX by [19]. The latter is an application ontology that helps users with configuration of service bundling and graphical modeling of service networks. Similarly, the work presented in [20][21] introduces the e³Service ontology to model services from the perspective of the user needs. This offers constructs for service marketing, but in a computational way, such that automated reasoning support can be developed to match consumer needs with IT-services. The focus of this work is to generate service bundles under the consideration of customer needs.

The research presented in [22] introduces the Service Network Notation (SNN), which captures similar aspects to the e³Service ontology. However, SNN is a UML model that can be analyzed for measurements of extra value for each single participant as well as for the whole network optimization of value flows.

2.5 Service System Efforts

Fifth, there are overarching efforts that concentrate on the bigger picture of service systems or service science also taking into account socio-economic aspects. Steven Alter was one of the first to realize that the concept of a service system is not well articulated in the service literature. Therefore, he contributes three informal frameworks as a first attempt to define the fundamentals of service systems [23].

Although the background of the OASIS Reference Architecture Foundation for SOAs [24] is Service-oriented architectures, the specification argues that SOA-based systems are better thought of as ecosystems rather than stand-alone software products. Therefore, the specification is put into the service system category. The reference architecture foundation is based on the OASIS SOA-RM as its starting point by building on its vocabulary of important terms and concepts.

Another effort considering the wider scope of the service system is the Service Design Model of [25]. Other than the aforementioned efforts, the Service Design Model is geared towards a software engineering purpose. It comes in the form of an Ecore model for the Eclipse Modeling Framework (EMF). The model takes into account the business organization, the customer, and the delivery organization during service design. The model aims at providing a foundation for the design for service quality by envisioning different modules (such as financial, resource, process, etc.), configurability, variability, and extensibility.

Current research in this strand is represented by the work of [26], which can be seen as a continuation and formalization of Alter’s approach. Although differing in its main notions, they present a reference ontology for ontological foundations of service science which is founded on the basic principles of ontological analysis. In turn, this reference ontology forms the core part of the TEXO Service Ontology, which extends it by ontology modules for pricing, legal, innovation, or rating information [27].

2.6 Business Efforts

A further dichotomy in the understanding of services is the distinction between business and software or technical services. Ironically enough, software practitioners appeal to the notion of business or enterprise services to emphasize the business relatedness of software solutions, while business practitioners take it for granted that their software applications are used in commercial operations. Different parts of commercial organizations catalogue their services assets to different ends. The focus of governance portfolios tends to focus on services (and business processes) as integral to business operations, meaning their cost centers, organizational objectives, customer segments and volumes, operating margins, profits, revenue targets etc. While some alignment with
software and IT services is made, the thrust of information captured about services in such portfolios is how they are directly understood and managed in the business. At the other extreme are software registries, which describe software services, their technical dependencies and supportive platforms. The separation of concerns for cataloguing services for business and technical portfolios leads to a gap in understanding how services can be more comprehensively described and managed across their business and technical manifestations.

Therefore, the final strand is driven by schools of business administration and business informatics and focuses on capturing the purely economic aspects of services regardless of their nature (with less or no focus on IT services and software architectures). Led by the Fraunhofer IAO research institute, the German standard DIN PAS 1018\(^5\) [28] essentially prescribes a form for the description of services for tendering. The structure is specified in a non-machine-readable way by introducing mandatory and optional, non-functional attributes specified in natural language, such as, classification, resources, location, etc. The standard is driven by needs of the services industry in Germany whose expectations are the professionalization and industrialization of the service industry, the increase of transparency, and eventually the overall development of the service economy.

One of the first attempts at comprehensively describing services was the work of O’Sullivan [29]. This work drew from practical insights into how everyday services like house building, insurance and hotel services are advertised and offered, to a scheme for describing services and a variety of delivery aspects including locative, temporal, pricing, payment, security, trust and rewards. As O’Sullivan observed, “The everyday services that surround us, and the ways in which we engage with them, are the result of social and economic interaction that has taken place over a long period of time. Any attempt to provide automated electronic services that ignores this history will deny consumers the opportunity to negotiate and refine over a large range of issues, the specific details of the actual service to be provided”. The proposal aims to advance the way services are self-discovered and accessed online, shedding insights for e-commerce applications concerned with services, as opposed to solely goods.

The PhD thesis of Emmrich [30] has a similar motivation only that this work focuses on product-related services, such as maintenance, and is specified in UML. It basically merges existing standards and models for products, companies, organization, and resources. Toma [31] presents a syntactic translation of O’Sullivan’s work in the proprietary WSML language. The goal is to extend the aforementioned WSMO by non-functional properties for automation of discovery, composition, invocation, and, in particular, ranking of services in a SOA [32].

\(^5\) DIN is the German abbreviation for „German Institute for Standardization.” PAS stands for Publicly Available Specification.
3 Requirements

In order to understand what is required in describing services through dedicated languages, we use a constructivist approach to establish the common basis that can be assessed and negotiated for different perspectives and views, i.e., an inter-subjective view. The constructivist approach has been used in the philosophical treatment of Information Systems [33] and conceptual modeling of information systems [35], which to varying degrees embody services. We provide a constructivist synthesis by first laying out a general discourse on services. The general discourse on services (Section 3.1) allows us to identify the relevant universe of discourse for service description languages (what has to be covered?). Section 3.2 continues and proposes requirements, as design principles, to guide the formation of service description languages (how to design the language?). The requirements are grounded in literature, e.g., [34], and are underlined by a double round delphi study with 20 organizations.

3.1 Universe of Discourse

An analysis of the nature of services is a dedicated topic in its own right. For the purposes of this document, several salient aspects of services are discussed as a background for motivating the relevant universe of discourse for service description languages.

3.1.1 Core Functionality

The challenge of describing services lies in the fact that a wide range of artifacts, across economic, political, commercial, community and individual settings, are referred to as services. These range from purely human (e.g., consultancy services), to purely automated (e.g., message store/forward system), with a mixture of human and automated resources used for others in between (e.g., purchase order requisitions). The most basic characteristic of all sorts of services is that they are intangible, meaning they are not physically existent, as is the case with goods. Services fundamentally involve operations or actions, exposed to and provided for consumers as capabilities. Service capabilities aim at generating value to both the consuming and providing party (value co-creation), which is measured in different ways, for expectations manifested as requests and remunerations. The value is attained when the outcomes or responses meet the expectations of requests and the remunerations are transferred.

3.1.2 Service Agents

A further challenge relates to the positioning of services against other forms of organizational artifacts. Unlike business processes, as well as business objects and business resources, which are implemented through business applications, services are encapsulated and exposed functionality that draws from these core artifacts. They are cast in service-related languages (like WSDL and REST) as pure interfaces over implementations. Hence, services share similarities with these, so that they are sometimes regarded synonymously. This is especially the case with business processes. Business processes are composed as a “pipeline” of actions, with assigned resources (human or automated) for each, operating on business operations, applications and business resources. While being similar to services, their focus is on the internal details of organizations and their systems, i.e., “how” requests, actions and responses are processed to fulfill consumer goals. By comparison, services are mostly targeted for external consumers and focus on requests and responses through exposed capabilities but are internally implemented. Where business process activities are orchestrated, service capabilities are delivered.

Fundamentally, services are delivered to consumers by providers. With service delivery increasingly taking place in wider settings such as business networks, a distinction has emerged between owners of services and the providers to whom owners outsource core delivery responsibility. For example, a
globally acting bank owns account management services. However, its subsidiaries in different parts of the world act as providers of the services. In relation to this, the notion of stakeholder is important since certain partners in a business network have an interest or involvement in a service without having any full responsibility for its provisioning and delivery. Examples are government regulation authorities that define compliance requirements for commercial services, e.g. customs/quarantine procedures and carbon footprint levels. Furthermore, the provisioning of a service is often thought as being the responsibility of a service provider. However, the rise of service marketplaces, cloud computing and business processing hubs are extending the distribution of provisioning to third party service brokers. On service marketplaces, for example, providers from diverse agencies expose services with their pricing and conditions of delivery. In addition to brokers, other intermediaries are emerging like cloud providers who can offer third-party hosting, B2B gateways that can offer message translation as a service, third-party aggregators that extend the value and capabilities of services through innovative repurposing, bundling etc., and channel partners that allow services to be interacted with through new user-interfaces and experience.

3.1.3 Non-functional Properties

Delivery of services is subject to constraints so that expectations of requests and responses are firmly in place for consumers, providers and other agencies involved like intermediaries and stakeholders. Constraints include pricing, licensing, temporal availability, geospatial availability, dependent resources with necessary capabilities, and so on. Given the range and complexity of services across varying durations, the delivery of services entails rights, obligations, and penalties on the part of providers, consumers, and others. These are described in formal documents like service contracts and service level agreements. The risks of contention, negligence or malpractice are considered significant. Hence, non-functional properties need to be made explicit for service delivery. This is in contrast to business process orchestration where pricing and similar information tends to be regarded as tacit.

3.1.4 Dependencies

We generally understand the procurement of a service as follows. A service is assembled and provisioned to meet its capabilities. It is exposed where it can be discovered. It is requested by consumers. It is invoked and delivered for the required outcomes, noting that the same running service may be used for several requests. As part of delivery, there may be several interactions with consumers and a formal phase generally known as settlement/fulfillment, where the value of a service is ultimately transferred, subject to constraints such as payment and exchange of legal documents. Whether services are provided through human/professional activity, Web services over business applications, widgets and information look-ups, digital media, platform, infrastructure or other machine related services - we observe that this same generic pattern applies, more or less, to the way in which services are used for delivering value to their markets and audiences. Variations of it arise from different forms and granularities of services, different organizational settings for provisioning and delivery, and different ways in which services are consumed.

Services have different degrees of complexity and granularity. Generally speaking: The more complex a service, the greater the number of capabilities it exposes and the more likely it is to use other services and resources and impose constraints. A rather simple service like a price comparison may require some basic input from a consumer and display output through a single interaction without payment or any notion of settlement/fulfillment. Such a service is said to have a single capability, although it should be noted that the output could be drawn from complex application configuration because many applications are running in remote environments. At the other extreme, a service implemented by a business process like obtaining a passport executes through different human/automated resources and may involve different stakeholders (supportive providers) and services that contribute to its capabilities. Not all capabilities may be relevant to consumers and some capabilities result from negotiations between provider and consumer, which increase/decrease
the cost and reliability for example. Similarly, a service implemented as a complex, multi-stakeholder business process like property checks for a conveyance lawyer could be simple from a consumer’s point of view in that it may involve a single capability and a few interactions. A cloud hosting service has a few up-front interactions with a consumer and on-going CPU, storage, memory and network services, with ongoing monitoring and billing. Hence, we can see that a service’s capabilities, its granularity and dependencies, and its interactions can have different and subtle interplays that must be captured by a service description language.

To provision a service, it has to be prepared in a way that it can be delivered for the capabilities it exposes to consumers. This means that the service had all the necessary functional components and resources available and is placed in the environment where they can be executed and delivered. All the dependencies between resources and services need to be understood and risks of execution across loose-couple environments need to be mitigated. Services exposed from corporate environments, for example, have complex dependencies in their business and IT landscapes where there could be thousands of resources and internal services contributing to capabilities of exposed services. There are different forms of service dependencies for different purposes. Classic service composition generally applies for functionally composing services for greater value-add. Other forms of dependencies relate to ensuring the right components are in place for delivery, e.g. metering and payment engines. For market competitive reasons, services are bundled together without any particular order of execution or data dependency involved.

3.1.5 Service Access

When services are accessed, they need to be delivered across all their dimensions – technical, human, business and material. As elaborated above, services are interactional and they have effects on consumers and other entities with which they interact. They need to be understood in terms of all interactions that can occur at different time intervals, in different locations, with different entities be they consumers, stakeholders, intermediaries, or providers. Services are accessed through designated points of consumption known as channels. Business channels (e.g. a public/private local business development portal, mobile banking, and whole-of-government citizen services point) are forms of business resources, which have consuming applications that allow access to services, or specific operations of services. They may be pre-configured to access particular services or they may allow run-time discovery, selection and ordering. Consumers may directly interact with these applications or the applications may entail automated interactions with services. In the case of the latter, it is crucial for interactions and their data contexts to be described in a way that permits the interoperation of consuming applications and services. For end consumer interactions, different operations of a service may be required in different channels. For example, a passport application requires full authentication of a consumer through a counter channel. Progress in processing the passport may permit a self-serve channel while final handover of the passport can only occur through the counter. Channels may have time and geographic constraints in which services are accessed. They can support different technical channels for different types of devices that are permitted when interacting with services. While it is typical to think of service as executing with a hosted environment of a provider or intermediary, certain classes of services like digital media and lightweight software components may need to be downloaded and executed in the consuming environment.

3.2 Language Formation

The general discourse on services in the previous sections allows identifying the relevant universe of discourse for service description languages. In the following, requirements are proposed that guide the formation of service description languages. These are split into generic language requirements (Section 3.2.1) and service concept formation requirements (Section 3.2.2).
3.2.1  Generic Language Requirements

3.2.1.1  Conceptualization

First and foremost, a comprehensive description of services, across all the facets and perspectives of the wide variety of stakeholders, is best supported on the conceptual level. In general, the conceptual level, as described by the well-known Conceptualization Principle [36], focuses specifications on essence, allowing users to understand these free of implementation details. For services, the conceptual level best supports the variety of needs for service descriptions such as discovery and match making, composition and extension, and their exploitation through a variety of tools and execution platforms. Indeed, the requirement for the conceptualization of a service description language allows specialized languages of different aspects of services, such as business process modeling techniques and WSDL, to be leveraged, rather than being subsumed into a single, "silver bullet" language. The core part would rather serve to capture the most common and essential features of a service while other parts captured through dedicated languages would be integrated through the core. Conceptualization allows different forms of integration such as referencing dedicated parts or model-based mapping to implementation specification languages.

3.2.1.2  Expressive Power

Correspondingly, a service description language should have a sufficient expressive power so that full conceptualization is possible. The expressive power of a language is the computational measure of language’s capability to capture its target. When considering the different aspects of services like service pricing and contract documents encountered in commercial trade, it is clear that the concepts, relationships, constraints and behavior needed for full service description are large and complex. A trade-off is often sought for the completeness of descriptions versus their application needs. For example, service level agreements involve rights, obligations and penalties. However, these are captured as clauses without any semantics in current SLA and service description languages. Thus, a highly expressive service description language is imperative to capture services adequately and to allow for other parts of services to be integrated so that a service can be effectively discovered, extended, and interacted with in a collectively coherent way. In addition, a service description language should be sufficiently expressive to support the requirements of modularity and extensibility (discussed below).

3.2.1.3  Modularity

Given the size and complexity of service related information, a service description language should explicitly support modularity in order to improve maintainability and extensibility of service descriptions. When describing services ranging from purely professional/human services such as project management to cloud-based infrastructure services, not all concepts/attributes are applicable. It should be possible to use only those sets of service descriptions or modules that are relevant, including using new modules (or "extensions") where existing modules do not adequately allow for a complete description of the service.

3.2.1.4  Extensibility

Given the diverse industries and domains involving services, a “one-size-fits-all” service description scheme is infeasible. Even on a generic level for aspects such as service ownership, pricing and availability, new and unforeseen requirements for descriptions should be expected. In other words, service description languages should be extensible so that they can be used in specific business contexts involving new requirements that have not been factored into the supported set of service descriptions. To support extensibility, a service description language should adopt a layered approach from core generic concepts (i.e. core concepts that apply to all cases), to specialized generic concepts, and all the way to specialized, domain-specific concepts (i.e. those concepts that are relevant to a specific application or domain) such as those available through B2B industry
standards (e.g. VICS and eTOM). As part of this, a service description language should support concept specialization and configuration to allow it to be readily tailored to satisfy the requirements of a variety of domains and changing needs.

3.2.1.5 Comprehensibility

In light of the size and complexity of service-related information, and the fact that service domain experts are non-technicians, service description languages should be comprehensible. The conventional ways for making large and cumbersome models comprehensible include the use of graphical representation, model views, and stepwise decomposition from abstract to detailed levels. Since services are conveyed through textual form, different and multi-modal forms of service description should be supported. For example, it should be possible to view service contracts in structured, semi-structured or unstructured forms (textual narratives).

3.2.1.6 Formal Foundation

As with languages used for other applications, it is crucial that a service description language has a formal foundation. In particular, it should be assigned a formal semantics, in order to support for the full repertoire of concepts and features (alluded to in the aforementioned requirements) in a clear and unambiguous way and to enable formal reasoning or constraint-based model querying.

3.2.2 Service Concept Formation Requirements

In information systems’ conceptual modeling literature, the requirement of the suitability of a language or technique for its intended domain is prominent. Different domains require different language concepts and features suitable for them. To illustrate the point, consider that a program could be written in a Turing Machine given its expressiveness and precise behavior; however, a Turing Machine is clearly unsuited for the task. The issue of suitability gets to the heart of a constructivist synthesis of concept formation for a service description language. In [34], principles were proposed to guide the identification of suitable modeling concepts for business processes. Since business processes are closely related to services (cf. Section 3.1.2), we adapt these requirements for the suitability of service description languages, described below.

3.2.2.1 Organizational Embedding

In reality, services are organizational systems or subsystems and so all concepts of services relate directly or indirectly to organizational concepts. In that sense, the concepts, as with those of other types of organizational artifacts like business processes, objects and resources, are said to be organizationally embedded [33]. More specifically, services are grounded in organizational functional structures. As “wrappers” of functionality procured by organizations, their underlying components like business processes, application operations, UIs and resources are ultimately grounded in the organization’s functions at strategic, tactical and operational levels. Organizations represent their functional structures in different ways, e.g. informally expressed “org charts” to more formal enterprise models. The requirement that a service description language be organizationally embedded means that its concepts and features should be aligned with models capturing organizational functional structure (like enterprise models). This requirement does not mean that service description language subsume concepts for organizational functional structures. These serve a wider purpose than the detailed descriptions of services like planning applications (governance, reorganizations, mergers and acquisitions, outsourcing/in-sourcing) and they refer to all sorts of organizational artifacts, not just services. The requirement, however, does entail alignment of service descriptions with organizational concepts, whether they reference organizational concepts elsewhere maintained (e.g. LDAP directories) or whether they provide corresponding concepts.

A significant aspect of organizational alignment for information systems and thus services is resourcing. In business processes, resources are allocated from within organizations to undertake
ordered activities whereas at the level of services, the emphasis is on the delivery partners involved: owners, providers, stakeholders, intermediaries, and consumers. Each of these may be an individual or a role within an organization. The extent to which partners are described in a service language aligns with their organizational roles (and other organizational artifacts for that matter). This is challenging in a distributed context. A way to manage this is to allow publicly exposed artifact descriptions through a central repository so that these could be reliably used in service descriptions. In this set-up, synchronization with the local organization repositories is required.

Further aspects of service concepts that should be organizationally embedded include delivery aspects such as pricing, availability as well as functional composition and bundling, whose constraints are ultimately determined by organizational policies.

3.2.2.2 Cognitive Sufficiency

In [34], the need for business process models to provide a sufficient cognizance for human interpretation was identified. This need led to the requirement for integrating information about control and data flow, resources, events and message exchange, task pre- and post-conditions including temporal constraints, task UIs and others, in order to combine them effectively in a rich model. Accordingly, we require that practitioners reliably understand the different aspects of services including models of their different artifacts, documents, code, and non-functional descriptions. For services, the challenge of cognizance is more pronounced than for business processes since services are the exposed units of functionality yielded from prior artifacts like applications and business processes. It is unclear how a logical service entity can be coherently presented across its different sub-models and documents captured through different techniques and languages.

A service, as we described above, logically consists of capabilities implemented by operations. Those operations are the ones related to different artifacts (like business process activities or update transitions of business objects). Moreover, capabilities are subject to delivery constraints and constraints of ownership, provisioning, pricing, availability etc. If such constraints are separately captured as we have seen in current SLA languages (e.g., WS-SLA as mentioned in Section 2.1), then the association is lost as to which parts of a service specific constraints and dependencies relate.

Therefore, the requirement of cognitive sufficiency can be supported by a language that abstracts the core functionality of a service (capabilities and operations) through its descriptions. This allows for delivery constraints like pricing as well as references to models of service artifacts to be associated on this fine-grained level. The intuitive meaning of a service is then conveyed coherently without requiring practitioners to make mental correlations across different service documents.

3.2.2.3 Service Information Hiding

The well-known principle of information hiding is intrinsic to services since they are encapsulated, reusable and deployed units of functionality. Current service languages allow services to be captured through well-defined service interfaces while service composition languages allow services composed on business process (e.g. BPMN), service operation (e.g. SCA) and UI levels (e.g. widget composition). However, services may be realized as complex structures and can recursively consist of other services of different sorts and with different types of artifacts. Consider for example, a service for business formation, which is implemented through a long-running business process orchestrating many other processes for fulfilling provisioning of licenses, with value-added user interface components available at different stages for data sensing (e.g. market monitoring of different business lines, visualization of local supply chains). Furthermore, consider that for certain types of business licenses, other services are bundled as part of the fulfillment stage, like monthly tax reporting and office/HR support, through software-as-a-service applications with different business processes operating through them. The question is how to describe such a complex service package so that its different parts and dependencies can be understood and related to delivery constraints. The issue is similar to cognitive sufficiency (described above) in that a consistent logical structuring of
services is sought, in this case for complex services. However, it specifically relates to describing complex services independent of specific techniques like BPMN.

If a provider deploys a service that is implemented through a business process, then such a service could be described as a single service with different capabilities and operations, i.e., individual activities are not represented as services. If on the other hand, the business process makes use of other services that have been deployed (and catalogued as different services), the composition should be reflected on the level on service descriptions through service dependencies and should not be hidden in the business process model. Thus, complex and recursive structures of services can be represented through logical service descriptions and their particular artifacts (e.g. BPMN models) can be pointed to. In fact, such support of service information hiding allows different types of service artifacts to be composed in a way that is independent of particular composition types and techniques. For this purpose, different forms of composition should be described through a service description language without replicating specific techniques. The classification of compositions should include ordered triggering (business processes), data correlation (widgets and service operations), implementation inheritance (package imports) and unordered bundling.

3.2.2.4 Deployment Symmetry

As discussed above, the provisioning and delivery of services can be extended to third-parties such as service brokers and cloud hosts. For example, service brokers allow services to be advertised and delivered through their (marketplace) platforms. They “on-board” services so that their discovery, ordering/CRM, payment, orchestration engines etc., can be exploited. In doing so, new service offers can be created with new monetization models, e.g. advertising and rewards can be used to offset prices set by providers. Different service offers could be created for the same service with different pricing, reliability and risk mitigation constraints. Since delivery and execution of new service offers shifts to intermediaries, we require that languages allow service descriptions to be consistent and coherent, i.e. symmetric, regardless of how they have been extended and where they have been deployed.

In other words, as services are extended, there should be no loss of information in terms of their functional and non-functional aspects. As extensions of existing services, core descriptions and constraints set in place by providers concerning future extensions should not be overridden, e.g. a cloud or channeled version of a service does not change the core functionality of a service, but its price, response time and point of consumption does change. As extensions are created, services should be traced back to their previous versions and extensions should occur with reference to prior constraints and core service details.

Consider two implications of this requirement for service description languages. The first concerns the organizational context of services. Take for example, a business formation service, traditionally operated through the government, opened up to allow the private sector to repurpose and target the service to different market segments, e.g. supporting start-ups, retail outlets or building trades. A variety of service specializations may be created where private sector agencies take up the task of overall orchestration of the service, however the government retains the core responsibility of evaluating and granting individual business licenses. Moreover, the government requires that certain sensitive tasks like settlement may be delegated to outside agencies, however they need to be accredited/certified. Such constraints of delegation and retention of control can be made transparent through well-defined organizational contexts supported in service description languages. In general, the context and structure of services can be defined abstractly and configured through concrete bindings in specializations of services, thus ensuring operational compliance in new deployments of services.

A second implication of the deployment symmetry requirement is pricing. As services are extended, e.g. to run in a cloud environment, new pricing should be incremental and not displace the constraints put in place by the originating providers. For example, if providers require a certain fee for a service, new offers of the service created by brokers or other intermediaries (e.g. broker fees)
result in additional pricing constraints. Some parties provide credits, e.g. advertising revenue. In general, a symmetric description of service pricing for multiply extended services sees debit or credit pricing constraints, or price apportions, in the overall pricing schedule.

3.2.2.5 Execution Resilience

An important aspect of service delivery relates to exception handling. The natural place for exception handling is in detailed specifications of service tasks, for example in pre- and post-conditions and action specifications. Therefore, a service description language should support the handling of exceptions, so that the execution resulting from a specification can be validated as being resilient. This includes rollbacks, cancellation policies, contingencies etc.
4 Overall Design

The language formation requirements of Section 3.2 guide the formation of USDL and act as design principles. The requirement for Conceptualization (3.2.1.1) prompts the use of a conceptual modeling language, in our case UML. More specifically, the Ecore meta-modeling specification of the Eclipse Modeling Framework (EMF) was chosen. Ecore is an implementation of the OMG EMOF specification [49] developed by the Eclipse community, thus can be considered the "UML metamodel in Eclipse." In turn, EMOF features abstract semantics in terms of the OMG Object Constraint Language (OCL) responding to the requirement of Formal Foundation (cf. 3.2.1.6).6

In combination with the requirement for Expressive Power (cf. 3.2.1.2), USDL has to capture the universe of discourse outlined in 3.1. This leads to USDL being a domain-specific language. This fact already sets USDL apart from many related approaches discussed in Section 2. For example, UDDI, WSMO, or OWL-S only prescribe tiny schemata and leave the modeling of universe of discourse concepts (such as a generic schema for defining a price model or licenses) to the user. W3C SML, SAWSDL, and W3C SA-REST are also designed to be agnostic of any service description schema.

Table 2: Generic language requirements and their corresponding design elements and decisions

<table>
<thead>
<tr>
<th>Requirement</th>
<th>Design Element / Decision</th>
</tr>
</thead>
<tbody>
<tr>
<td>3.2 Language Formation</td>
<td></td>
</tr>
<tr>
<td>3.2.1 Generic Language Requirements</td>
<td></td>
</tr>
<tr>
<td>3.2.1.1 Conceptualization</td>
<td>UML</td>
</tr>
<tr>
<td>3.2.1.2 Expressive Power</td>
<td>USDL as domain-specific language</td>
</tr>
<tr>
<td>3.2.1.3 Modularity</td>
<td>USDL is split in different packages (modules)</td>
</tr>
<tr>
<td>3.2.1.4 Extensibility</td>
<td>Future work (cf. 6.2)</td>
</tr>
<tr>
<td>3.2.1.5 Comprehensibility</td>
<td>Future work (cf. 6.3)</td>
</tr>
<tr>
<td>3.2.1.6 Formal Foundation</td>
<td>EMOF Abstract Semantics</td>
</tr>
</tbody>
</table>

The distinction in business, operational, and technical information put forward in Figure 1 carries the main idea of USDL, namely the unification and interconnection of service information from all areas of the spectrum. Yet the distinction in business, operational, and technical aspects proved to be too coarse-grained for an adequate structuring. Instead, USDL is split into several packages (according to UML terminology) as a response to the requirement of modularity (cf. 3.2.1.3). Each package represents one module and contains one class model. The resulting modules are depicted in Figure 5 and are briefly explained in Table 3.

The Foundation module factorizes common parts of the remaining modules as a consistent continuation of modularization. Because of its basic character, all other modules depend on the Foundation module meaning they reference one or more of its elements.

---

6 Ecore is an implementation of EMOF, the OMG standard meta-modeling language, which was used to define the UML language. Ecore is a widely adopted and wide-spread meta-modeling language that has appropriate tooling available based on the Eclipse development environment. EMF provides generation capabilities and several automatic transformations that facilitate the development of USDL tools.
The requirements of Extensibility (3.2.1.4) and Comprehensibility (3.2.1.5) have not been tackled yet. They remain future work and are discussed in Sections 6.2 and 6.3. Extensibility is a major topic that concerns the handling of deviations of USDL for specific industries, countries, or proprietary use cases. Special care has to be taken to prevent a proliferation of USDL derivations that require costly manual mappings as has happened with the multitude of product standards. Comprehensibility is
required because of the complexity of USDL on two levels. First, modeling services in USDL requires knowledge in several disciplines (legal, business economics, computer science). Second, the sheer number of modules, classes, and relations of USDL introduces a steep learning curve. One idea to remedy the problem is to introduce an intuitive graphical representation for USDL.
5 Modules’ Design

Further requirements concerning the service concept formation are listed in Table 4 below. These are mostly addressed within the individual modules and are discussed in this section. We briefly explain the purpose, the content (in terms of central classes), and give corresponding examples. Besides, we position the modules to the related approaches of Section 2 and to further related approaches outside the realm of services (e.g., approaches to capture price plans for products). In addition, each of the modules features its own comprehensive specification available at www.internet-of-services.com.

Figure 6: Meeting the requirement of cognitive sufficiency leads to interconnected modules. Note that only interconnected elements of the individual modules are shown to give an impression. For comprehensive class diagrams of individual modules please refer to the module’s specification at www.internet-of-services.com.
Regarding the requirement for Cognitive Sufficiency (cf. 3.2.2.2), a strong interconnection between USDL modules allows users to reliably understand the different aspects of services including models of their different artifacts, documents, code, and non-functional descriptions. Figure 6 highlights the interconnection (note that only interconnected elements of the individual modules are shown to give an impression).

Table 4: Service concept formation requirements and their corresponding design elements and decisions

<table>
<thead>
<tr>
<th>Requirement</th>
<th>Design Element / Decision</th>
</tr>
</thead>
<tbody>
<tr>
<td>3.2 Language Formation</td>
<td></td>
</tr>
<tr>
<td>3.2.2 Service Concept Formation Requirements</td>
<td></td>
</tr>
<tr>
<td>3.2.2.1 Organizational Embedding</td>
<td>Several concepts in Participants, Technical, and Interaction modules</td>
</tr>
<tr>
<td>3.2.2.2 Cognitive Sufficiency</td>
<td>Interconnection of USDL modules</td>
</tr>
<tr>
<td>3.2.2.3 Service Information Hiding</td>
<td>Recursive bundles, composition and dependencies in the Service Module; Recursive functions in Functional Module</td>
</tr>
<tr>
<td>3.2.2.4 Deployment Symmetry</td>
<td>Concept of AbstractService in Service Module</td>
</tr>
<tr>
<td>3.2.2.5 Execution Resilience</td>
<td>Concept of Fault, Preconditions, and Postconditions in the Functional Module</td>
</tr>
</tbody>
</table>

5.1 Service Module

Purpose: The Service Module can be regarded the center of USDL. The module ties together all aspects of service description distributed across other USDL modules (cf. Figure 6). Therefore, the requirement of Cognitive Sufficiency (cf. 3.2.2.2) is mainly met by the Service Module. The module also responds to 3.2.2.3 Service Information Hiding, since it allows the recursive specification of service compositions and bundles. That means existing and separate USDL descriptions can be combined or bundled by establishing links. Similar to establishing links to existing USDL descriptions for compositions and bundles, arbitrary dependencies can be modeled (cf. Dependencies in Section 3.1.4). On the one hand, dependencies comprise the actors providing and performing services, which normally happens under well-defined business and technical constraints. On the other hand, dependencies can exist on resources utilized by actors to consume or provide the service. Finally, the concept of AbstractService responds to the requirement of Deployment Symmetry (3.2.2.4).

Content: The concepts of Service, ServiceBundle, and CompositeService are the main concepts of the module as outlined above. Central information about the main concepts can be captured such as publication time, classifications, certifications, additional documentation, release stage, exposed resources, etc. The main concepts can be linked to price plans, service levels, licenses, stakeholders, intermediaries, etc. in the corresponding modules. In addition, Dependency relations can be established between the main concepts and between the main concepts and resources. Besides, there is the concept of a ServiceVariant which is a combination of options offered as a pre-packaged version of the service. Another central notion is the concept of an AbstractService which is used to represent classes of services, i.e., groups of services that comply with a number of predefined description properties. Services structured to operate in particular functional or organizational structure contexts, can be abstracted and carried through into new deployments where they can be concretely instantiated.

Example: Consider a carrier service such as FedEx International Economy. Such courier and freight services typically come with accompanying IT services, in this case a Web front and Web services for looking up rates, initiating or tracking shipments (e.g., FedEx Shipment Manager), and incident reporting. The Service Module allows capturing this setting via a ServiceBundle. Attributes such as Name, PublicationTime, or additional free-text descriptions are available to capture the most basic
information of the bundle. Links can be established to a PricePlan, Licenses, Functions, ServiceProvider, and ServiceLevels in the corresponding modules. Besides, dependencies can be specified to separate USDL files capturing the actual carrier and management services. Both would be instances of the class Service, which in turn also feature the above mentioned attributes and links, complemented by an attribute indicating their nature (here professional and automated, respectively).

5.2 Pricing Module

Purpose: The fundamental challenge of the Pricing Module is modeling the segmentation rules within the price structure, i.e., rules determining when and how different consumers are charged different prices. Our modeling is based on state-of-the-art [44] and research in business economics such as our own contribution in [58]. Besides, the modeling takes into account common segmenting practices, e.g., [43], in order to assess how they affect the price structure design. As such, the Pricing Module is relevant for capturing Non-functional Properties (cf. 3.1.3). It is also relevant for Cognitive Sufficiency (3.2.2.2) because of several relations to other modules as shown in Figure 6.

Content: For the model to be flexible and comprehensive enough to deal with the pricing complexity of today’s service market, the cascading backbone of the Pricing Module is made up of three basic elements in a strict hierarchical structure: PricePlans, PriceComponents, and PriceLevels. This allows readily modeling scenarios with alternative price plans that may be assigned to an offered service or bundle. Each plan is possibly made up of multiple price components and each component may have varying charges, either by specifying different levels or by adjusting them by means of premiums and discounts. All elements may then be constrained by segmenting conditions detailed in price fences, i.e., the criteria a customer must meet or the service limitations he/she needs to accept to qualify for a certain price.

Example: Consider a car rental service that would feature the following price components: car type, number of rental days, number of driven kilometers, use of special equipment, e.g., a navigation system. The USDL price model allows capturing the complexity of such a price plan including the information below

1. Each car type, classified according to the ACRiSS classification, is priced differently.
2. Every car type is assigned a price per day. This price is multiplied by the number of rental days.
3. A navigation system costs 5€ per day, if not already included in a car. Otherwise, the base price of the car will be higher.
4. A discount of 25% is given on the price of the navigation system if the customer is a member of the German Automobile Association (ADAC).

Related work: The Pricing Module progresses the state-of-the-art compared to (i) the state-of-the-art of Section 2 and (ii) additional related work of price models independent of the service domain such as [50] for electronic product catalogs. Therefore, the USDL price model provides a scientific contribution in itself as presented in [51]. Regarding (i), the USDL Pricing Module allows tiered pricing and a structuring in price components according to established business literature. Both is not possible in [29] and [31], for instance. In [20][21], the price model is represented as a mathematical formula included in the ontology in order to enable the price determination. Therefore, the work is not directly comparable to ours since the structure of a price plan is not declaratively modeled as discussed in [52]. Regarding (ii), we refer the reader to [51], where related approaches are grouped and positioned in four categories: (a) economic contributions, (b) established enterprise software, (c) standalone billing engines, and (d) explicitly specified pricing models.

---

7 This terminology originates in “The Strategy and tactics of Pricing” [44], which, on top of being the recommended textbook for pricing courses at prestigious faculties such as MIT-Sloan, Berkley-Columbia and Yale, is considered an authoritative source across all industries.
5.3 Legal Module

Purpose: The Legal Module of USDL represents a scientific contribution by itself, providing a novel approach to represent copyrights in a formal way as presented in [47]. In a first step, the general licensing aspects of the German legal code (Urheberrechtsgesetz) is captured by a generic copyright model. In a second step, the generic copyright model is further specialized to the subject matter, i.e., services. Only then it is guaranteed that USDL service license descriptions are compliant to the law by default according to [47]. However, this also means that each geopolitical context requires its own representation to capture the law correctly. The Legal Module captures Non-functional Properties of a service as outlined in Section 3.1.3. It is also relevant for Cognitive Sufficiency (4.2.2.2) because of several relations to other modules as shown in Figure 6.

Example: Let us briefly demonstrate the module by looking at the licenses of the GeoNames IT service, i.e., a database containing geographical information about more than 8 million locations. GeoNames is available as a free and commercial service with different licenses. Let us consider the free version, which is licensed to be used without payment. However, when using the service, it is required to attribute to GeoNames. Moreover, the usage is restricted to 50,000 credits per day and IP address. The service output needs to be attributed by the Creative Commons license CC-BY. CC-BY requires the licensee to attribute the licensor in the way he wishes.

Content: In order to capture such information, the Legal Module introduces classes such as License, UsageRight, Restriction, or Requirements, and interlinks them with classes of the Service Module, namely, Service itself, ServiceProvider, TargetConsumer, or PricePlan.

Related Work: The Legal Module is progressive compared to (i) the state-of-the-art of Section 2 and (ii) additional related work of license description approaches independent of the service domain. With respect to (i), we surpass [29] and consequently [31] since both are not based on a generic copyright model in a specific legal code. Therefore, they also do not consider geopolitical differences in copyright law. One of the most detailed approaches in dealing with service licensing is from [54]. They developed a service license model considering traditional software licenses. Based on this model, they have created an ODRL (Open Digital Rights Language) Service Profile (ODRL-S), which can be used to describe service licenses. The service model incorporates the WIPO framework and therefore lacks a profound legal foundation. [53] talks about usage policies instead of licenses and identifies different kinds of usage policies. It focuses on the technical formalization of such usage policies without any legal foundation. With respect to the body of related work of (ii), we refer the reader to the positioning given in [47]. In general, the domain of services is more diverse than the product domain.

5.4 Service Level Module

Purpose: Service Level Agreements (SLAs) are a common way to formally specify exact functional and non-functional conditions under which services are or are to be delivered. However, SLAs in practice are specified at the top-level interface between a service provider and a service customer only. Customers and providers can use top-level SLAs to monitor whether the actual service delivery complies with the agreed SLA terms. In case of SLA violations, penalties or compensations can be directly derived. The Service Level Module captures Non-functional Properties of a service as outlined in Section 3.1.3. It is also relevant for Cognitive Sufficiency (4.2.2.2) because of several relations to other modules as shown in Figure 6.

Example: Consider the following service level specification of a logistics service, where

- Customers can specify their expected delivery duration,
- A provider-obligated term guarantees the delivery within the specified duration,
- A provider-obligated term guarantees that goods are maintained at -5 degrees Celsius,
- A provider-obligated action regulates penalty payments for delayed deliveries.
As an example for an IT service, the service level description could comprise

- Customers can specify the preferred availability and their expected usage rate,
- A customer-obligated term then regulates the usage rate,
- Provider-obligated terms specify availability and response time, and a provider-obligated action increased the storage capacity whenever actual utilization goes beyond 90%.

Content: The USDL Service Level Module allows modeling such information. The module is derived from our research presented in [60] as part of a multilevel SLA management platform. The module introduces classes such as ServiceLevelProfile, which represents a set of service level specifications that are combined into one profile and that are offered, negotiated, or agreed with as a whole. Different profiles can be used to specify different options of how ServiceLevels may be specified and grouped (e.g., as gold, silver, bronze profile). Further classes are ServiceLevelAttribute, GuaranteedState, GuaranteedAction, etc., which are interrelated and linked to Service in the Service Module and Role in the Participants Module.

Related work: SLA modeling is about the formal description of SLAs and other related artifacts (e.g., software and infrastructure) that matter within the overall SLA management process. One of the approaches implicitly mentioned in Section 2 is WS-Agreement [59], which can be seen as the prevalent standard for expressing SLAs. It defines a representation of SLA templates containing terms free to modify, SLA offers based on these templates, and agreements themselves. A large body of work exists in the areas of software modeling. The USDL Service Level Module goes beyond these approaches as it realizes an SLA foundation model with higher expressiveness, which is at the same time also integrated with other modeling artifacts from software or system level. For a detailed comparison to related work, please cf. [60].

5.5 Participants Module

Purpose: The provisioning, trade, delivery, and consumption of services or service bundles through service networks are all part of a process that potentially involves a multitude of parties or actors. As shown in Figure 4 on page 10, such parties are service consumer, service providers, and potentially various intermediaries in between. The Participants Module captures information about and dependencies between these service agents (cf. Section 3.1.2). It also enables Organizational Embedding (3.2.2.1) by relating such roles with contact persons, for instance.

Example: While the provider might act as the trading partner to consumers and define business aspects of delivery, there are scenarios in which this function is performed by another legal entity. This could be, for example, a national subsidiary of a multi-national organization providing the actual service. There are also third-party providers of delivery functions (e.g., billing or authentication) that can be orchestrated with a service enabling the outsourcing of these functions.

Content: The USDL Participants Module responds to this situation and introduces means for capturing information about individual roles. Consequently, the module adds classes, such as BusinessOwner, Provider, Intermediary, Stakeholder, and TargetConsumer.

Related work: Most of the related approaches covered in Section 2 limit their focus on capturing service information relevant for service consumer and provider.

5.6 Functional and Technical Modules

Purpose: A service description should express what it is that a service will achieve for the beneficiaries involved (e.g., customers), i.e., its value proposition. In order to equally enable the description of human and automated services, the Functional and Technical Modules capture such service functionality in a conceptual way. Conceptual in this context means independent of the ways to technically access functionality (the how part). It is important to distinguish between these two
concepts: one is the subject of the service itself and the other is the service’s interface. The reason is that a single service may be available completely or in parts via several interfaces. Interface in this context means a set of concrete technologies through which the service can be accessed. A simple example is an automated service that has a WSDL-based Web service interface and a REST interface. Both modules capture Core Functionality (cf. Section 3.1.1), and respond to the requirement of Cognitive Sufficiency (4.2.2.2) by interrelating the functional and technical aspects of a service. The Technical Module also tackles Organizational Embedding (3.2.2.1) since it allows linking to an IT resource (the interface description of an IT asset) within the organization. Further, it addresses Execution Resilience (4.2.2.5) through the concept of Faults, Preconditions, and Postconditions.

Content: In case of IT services, the module is able to refer to the interface description. Similar to WSDL, the Functional Module introduces classes such as Interface, which represents a technical interface containing interface elements, e.g., operations or parameters that can be referenced explicitly. In line with the idea of Semantic Web Services (cf. 2.2), such a technical interface can be “annotated” by a conceptual description of the interface, the operations, and parameters. The annotation class is called Function. A Function is used to capture an informal description of what the service does, i.e., its functionality, and can be recursively structured thus responding to Service Information Hiding (3.2.2.3). Each Function may feature one or more input and output Parameters, as well as one or more Faults. The latter is used to capture information about exceptions that may occur when a function is performed.

Example: Consider a geo information Web service. There might be a WSDL file describing an Interface with several Operations including getAdr. The getAdr operation might feature two input parameters of type xsd:int as well as a complex output parameter Adr. The corresponding Function could be called Retrieve Postal Address, thus capturing the conceptual meaning of the WSDL operation. The corresponding parameters could be annotated with Geo Coordinates and Postal Address, respectively. With this kind of annotation, we capture the business semantics of the interface whose functions can be put into a business protocol in the Interaction Module.

Related work: Currently there are no standardized means to capture the abstract functionality provided by a service. A common conceptualization, used for example in SoaML (OMG) or the SOA Reference Model (OASIS), is capability modeling. In [39] the concept of capabilities is discussed as expressing the ability to perform a course of action that achieves a result. When viewed on a whole, this constitutes the functionality offered as the service. Other scholars (e.g. in [26]) have extended this definition by adding the notion of commitment. This means that the entity producing/performing the service is not only capable of doing so, but also committed to do so upon request.

Capability modeling usually takes a black-box view because it only captures the capability as something that is externally visible and does not reveal how it is realized internally (cf. [40]). Other approaches aimed at modeling functionality provide a more detailed formalization, e.g., software function/component models and business process models. These approaches trace their roots to structured systems analysis and design techniques, which introduced the principle of functional decomposition, and offer a white-box or gray-box view depending on the level of detail provided about the components/processes. For example, drilling down to the lowest level of atomic functions performed in an organization including information about the roles and systems involved in the process can be regarded as a true white-box view (sometimes also called glass-box).

It should be pointed out that capability modeling does not have to be limited to a flat, single-layer model. In fact, there are approaches that propose quite diverse hierarchical models (cf. [40]), which also capture interconnections between individual capabilities in terms of inputs, outputs and exceptions. In using the principles of decomposition, they slightly extend their scope from black-box to gray-box and thus share similarities with function or component modeling. The difference is that they describe functionality from a business point of view, which does not go beyond a certain level of
5.7 Interaction Module

Purpose: As explained in the previous section, the Functional Module captures knowledge about the capabilities provided by a service and the means of communication employed to access them. In addition to that, it might be necessary to know as well in what order individual functions have to be performed or when it is necessary to interact with the service, respectively the actors performing it. This is important in order to access the service properly. These aspects are represented by the Interaction Module. They mostly apply to services that comprise a complex course of action. At the end of such a course of action, e.g., a multi-step visa application process, one or more capabilities are successfully rendered. In simple terms, the interaction protocol captures the externally observable behavior of services. Therefore, the Interaction Module captures information relevant for Service Access (cf. Section 3.1.5). It is also relevant for Cognitive Sufficiency (4.2.2.2) because it relates to the Participants Module to assign roles, and to the Functional Module. Further, Organizational Embedding (4.2.2.1) is enabled by linking interaction steps to existing workflow and business process descriptions such as WS-BPEL or BPMN resources.

Related Work: Interaction structures are well known in the domain of workflow and business process modeling (e.g., BPMN [61]) and have been applied in choreography languages to define collaborations (e.g. WS-CDL [62]). Within the spectrum of different modeling approaches, two general styles of representing control flow can be identified. On the one hand, there are flat, graph-based modeling notations that capture ordering as a set of relationships between vertices and edges (examples include BPMN and Petri Nets). On the other hand, there are hierarchical, block-structured languages that capture ordering through the semantics of the blocks (e.g. BPEL).

Content: For reasons of simplicity and traceability, it was decided to employ a basic version of the block-structured approach (only capturing sequences) in USDL. This was deemed sufficient for services that do not actually have an existing formal description of their externally observable behavior (manual services in most cases) and would need such a description. In order not to exclude complex interaction protocols, providers get the possibility to attach the definition of their protocol(s) in a formalism of their choice and potentially have an abstraction of the protocol(s) mapped to the USDL model. Phases may be introduced as necessary, as they usually only make sense for long running process-based services. The main class InteractionProtocol9 defines an order among the Functions defined in the Functional Module including grouping them into Phases with Milestones. Phases consist of one or more Interactions. Each Interaction can be linked to an involved Role (in the Participants Module) and a triggered Function (in the Functional Module).

Example: Consider the InteractionProtocol to follow when opening a new term deposit account. There might be a Phase for capturing the application details followed by a Phase for submitting the application as well as a Phase for representing the state when the application is submitted. A Milestone might be reached when the required data is captured through a questionnaire, i.e., all relevant information for opening a new bank account is captured (including customer ID and contact details as well as options for the selected account. Phases are decomposed into Interaction, e.g., an Interaction for providing personal details. Each Interaction implicitly includes the Consumer. In addition is assigned a direction and a specific Role (cf. Participants Module) covering the opposite end of interaction, in this case the Provider. It may also link a specific Function (cf. Functional and Technical Modules), which is performed during or after the interaction takes place.

---

9 Alternative terms are, for example, business protocol, conversation protocol, or public service view.
5.8 Foundation Module

Purpose: The Foundation Module factorizes common parts of the remaining modules as a consistent continuation of the requirement for Modularity (3.2.1.3). Because of its basic character, all other modules depend on the Foundation Module. That means that they reference one or more of its elements. In order for concepts to be moved to the Foundation, there need to be at least two modules that use a concept in the exact same way. If it is not the exact, but a similar way, a conscious evaluation is conducted, after which several individual concepts from two or more modules may be unified into a single (set of) concept and placed into the Foundation module. The Foundation Module also serves as the container for concepts that logically cannot be assigned to any USDL module, as well as concepts that by themselves are not dependent on the concept of Service.

Content: Among the most fundamental and universal elements, which are independent of, but relevant to service description, are Time and Location. They are used in the context of service description, for instance, to express temporal and geographical availability, i.e., the time when and location where a service can be requested and delivered.

Related Work: Concepts of location (space) and time are not an invention of USDL. Their conceptualization in the model has been designed to specifically cater for the needs (and challenges) of service description and is aligned with concepts in the domain of geographic information systems and international time standards. Specifications that were consulted include the Geographic Markup Language (GML, ISO 19136) of the Open Geospatial Consortium, as well as ISO 8601 and ISO 19108 (standard associated with GML) for the exchange of time-related information. Whereas GML and ISO 19108 were deemed too complex to be referenced in USDL (the tooling support was considered to be too much overhead), ISO 8601 covers only a part of what was identified as relevant. Consequently, both sets of concepts (time and location) were re-modeled in USDL and a clear indication of their relation to the above-mentioned standards is provided as part of the specification text.

10 http://www.opengeospatial.org/
6 Future Work

6.1 Standardization

A comprehensive, yet generic, description language for services constitutes a major building block in the wider vision of the Internet of Services. The Internet of Services connects many participants for the purpose of provisioning, trading and delivering services. In order to facilitate interoperability especially on the business level, the Internet of Services has to be built on a set of well-defined standards. As explained in the context of USDL, current widely-used service description efforts are not sufficient to support all requirements and thus need to be supplemented with a description language unifying business, operational (functional) and technical characteristics of services. USDL is a proposal for such a language.

Therefore, the strategy is to put modules of USDL before the community when they reach a certain maturity level. Experts from academia and industry are invited to review the modules and interested parties are free to take USDL and apply it to their use cases and domains. This will further validate the concepts of the language and eventually provide feedback to the team working on it, which will help to consolidate the model.

Standardization is a logical and necessary step to make USDL a true building block of service networks in general and the Internet of Services in particular. In order to prepare USDL for this, a W3C incubator group has been set up (cf. http://www.w3.org/2005/Incubator/usdl/), which is open to W3C members and other interested parties from industry, academia, governments, and other institutions. This body assumes ownership of USDL after version 3.0 has been released and its main goal is to drive USDL towards standardization. SAP Research will take a lead role in the incubator group but will cease to be the sole owner of USDL.

6.2 Extensibility

USDL aims at conceptualizing the services domain to an extent that is sufficient to support a wide range of services. Nevertheless, covering all possible viewpoints on services and all conceivable usage scenarios in every domain is difficult, at least, and requires a wider audience. A generic service description language acting as a “one size fits all” for domains as diverse and complex as banking/financials, healthcare, manufacturing and supply chains is not sufficient. Not all aspects of USDL apply to all domains. USDL rather needs to be configured for the particular needs of applications where some concepts are removed or adapted while new and unforeseen ones are introduced. A particular consideration of this is allowing specialized, domain-specific classifications such as those available through vertical industry standards to be leveraged through USDL. In addition to this, the way in which USDL is applied for deployment considerations, e.g. the way lifecycle versioning of services and their descriptions applies, needs to be managed in a way that does not compromise the fundamental concepts of USDL.

This requirement of Extensibility (3.2.1.4) has not been tackled so far. Extensibility is a major topic that concerns the handling of deviations of USDL for specific industries, countries, or proprietary use cases. Special care has to be taken in order to prevent a proliferation of USDL derivations that require costly manual mappings much like has happened with the multitude of product and EDI standards. A possible solution is presented in [63], which consists of three pillars. First, a common and controlled vocabulary specified by means of the UN/CEFACT Core Component Specification (CCTS). Second, a context-logic that allows to define which elements of the language are valid in which contexts. Examples for contexts are industry, country, business process, or business role. The UN/CEFACT is currently working on a corresponding specification called Unified Context Methodology Technical Specification. Third, a USDL Schema Repository is required that implements the first two points and allows users to retrieve their corresponding rendition of USDL.
6.3 Comprehensibility

USDL is rather generic, i.e., it allows capturing different aspects of different kinds of services. The downside of the generality is that it leads to a complex model with a steep learning curve for potential users. Not only do the individual modules exhibit a complex structure but also understanding their rationale requires expertise in different disciplines. While a computer scientist might be able to “read” the UML class diagrams, a full understanding of the Pricing Module requires background in business economics. Likewise, a full understanding of the Legal Module requires basic knowledge of copyright law and licenses, etc.

This complexity is reflected in the current version of the USDL editor. The editor has been developed by model-driven engineering. It exhibits the full complexity of the individual modules. Therefore, users are typically overwhelmed by this complexity and Comprehensibility (cf. 3.2.1.5) becomes a major problem, and thus requirement.

There are first ideas that elaborate on deriving a natural language description from formal USDL descriptions [38]. However, this solution does not address the problem of creating a USDL description in the first place. The challenge is rather to counter the complexity of USDL not by sacrificing its generality but by finding an intuitive representation. There might be different kinds of intuitive representations for different modules of USDL. According to Strahringer [64], a (conceptual) language features a conceptual and a representational aspect. The conceptual aspect of USDL describes the constructs that the service description is built upon, i.e., their meaning and which relations exists among them. The representational aspect defines a diagrammatic notation that links graphical symbols to these constructs [65]. Apart from the pool of symbols and valid links among them, the representational aspect defines rules for the layout of the conceptual models. For example, in the language EPC (Event-driven Process Chains), an event is represented by a hexagon and a function is symbolized by a soft rectangle.

Such diagrammatic notations might be embedded in a modeling method that makes use of role-specific views. Role specific views to the services description might represent different competences in and requirements to the service description that demand alternative representations. An example for the application of views to information modeling is the ARIS reference architecture [66] that distinguishes a data, a function, an organization, and a processes view to modeling an information system.
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